**Лекція 25. Класи потоків введення Перевантаження операторів потокового введення/виведення. Форматування виводу.**

З потоковим введенням-виведенням файлів ми познайомилися в загальних рисах ще на лабораторні роботі №6. Тепер ми поглибимо і систематизуємо ці знання.

**Поняття файлу**

Під час розв’язання задач на комп’ютері часто виникає необхідність у використанні даних, які записані на зовнішніх носіях інформації (дисках) і оформлені у вигляді файлів даних. Незалежно від того, які дані містять файли (числа, символи, рядки, масиви, структури тощо), в мові С++ вони трактуються як потоки даних **(stream),** які являють собою послідовність байтів, що зчитуються або записуються.

За замовчуванням у кожній програмі С++ можна користуватися такими стандартними потоками: стандартного введення **(сіn),** стандартного виведення **(cout)** та виведення помилок **(сеrr).** Щоб користуватися файлами, потоки повинні бути створені і закріплені за цими файлами.

**Використання файлів даних у програмі передбачає виконання таких операцій**:

* створення потоку обміну даними між файлом і пам’яттю комп’ютера;
* зв’язування цього потоку з конкретним ім’ям файлу на диску і відкриття файлу;
* запис даних у файл або читання їх з файлу;
* закриття файлу.

Для реалізації цих операцій існують спеціальні класи, які містять конструктори створення необхідних потоків:

* **ifstream** — для створення потоку читання даних;
* **ofstream** — для створення потоку запису даних у файл;
* **fstream** — використовується як для запису даних у файл, так і їх читання.

**Конструктори для роботи з файлами**

Конструктори записуються як з параметрами, так і без параметрів. Конструктори з параметрами одночасно створюють відповідний потік, зв’язують його з файлом на диску, відкривають файл для роботи і мають такі форми запису:

**ofstream іп (“іф”, ios::out); або ofstream (“іф”);**

**ifstream іп (“іф”, ios::in); або ifstream (” “);**

**fstream іп (“іф”, ios::in | ios::out);**

де **іп** — ім’я потоку, який створюється для роботи з файлом;

**іф** — константа або змінна типу **char[ ],** її значення — ім’я файлу на диску.

Перший з конструкторів використовується для запису даних у файл, другий — для читання даних з файлу, а третій — як для запису, так і для читання даних, наприклад:

**ofstream fout( “myfile.dat”, ios::out);**

Цей запис створює потік з ім’ям **fout**, зв’язує його з файлом на диску, який має ім’я **myfile.dat** і відкриває цей файл для запису даних. Файл **myfile.dat** буде створено у тому ж каталозі, що і програма. Якщо треба створити файл у другому місці, то для запису його імені треба вказати шлях, наприклад, **a:\\pvp\\myfile.dat**. Тепер цей файл буде записано на диску **а:** в каталозі **pvp**.

Зверніть увагу на те, що для запису шляху треба використовувати подвійні зворотні косі риски.

Можна також для роботи з файлами застосувати конструктори без параметрів:

**ofstream іп;**

**ifstream іп;**

**fstream іп;**

де **іп** — ім’я відповідного потоку, тоді для зв’язування потоку з ім’ям файлу на диску і відкриття його для роботи треба додатково використовувати функцію-член відповідного класу, тобто:

**іn.ореn(“іф”, ios :: ознака | ios :: ознака);**

(в цьому запису  **|** означає "або", тобто можливість завдання декількох ознак відкриття файлу).

Наприклад, відкриття файлу для запису до нього даних матиме вигляд:

**ofstream fout;**

**fout.open ( “a:\\pvp\\my file.dat”, ios::out);**

Конструктори як з параметрами, так і без них, виконують однакову роботу, тому яким з них надати перевагу — справа користувача.

***Приклад 1.***  Створити файл на диску і записати до нього масив чисел. Прочитати цей файл і вивести його компоненти на екран.

// Створення файлу та запис до нього масиву

**#include <iostream>**

**#include <fstream>**

**#include <conio.h>**

**#include <Windows.h>**

**using namespace std;**

**int main()**

**{ int i, mas[5];**

**system("color F0");**

**// запис елементів масиву до файлу:**

**ofstream fout("massiv.txt"); /\* створення потоку fout та відкриття файлу з іменем massiv. txt для запису \*/**

**if (! fout) cout <<"Cannot open file\n";**

**for (i = 0; i <5; i++)**

**{**

**cout << " Enter "<< i << " element\n";**

**cin >> mas[i]; // введення елементу масиву з клавіатури**

**fout << mas[i] << " "; //запис елементу до файлу**

**}**

**fout.close();**

**//---------- читання компонентів файлу та виведення на екран**

**ifstream fin("massiv.txt"); /\* створення потоку fin для читання файлу\*/**

**if (!fin) cout << " Cannot open file fo reading\n";**

**cout <<"REZULTAT \n";**

**for (i = 0; i <5; i++)**

**{**

**fin >> mas[i];**

**// читання поточного елементу масиву з файлу**

**cout << "mas[" << i << "]=" << mas[i] << " ";**

**}**

**cout << "\nFile reading\n";**

**fin.close();**

**return 0;**

**}**

Результат розв’язання прикладу має вигляд:
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**Ознаки відкриття файлу**

Якщо не використовувати ознаки відкриття файлу для читання чи запису, на диску буде створений новий файл із зазначеним ім'ям, або перезаписаний файл із таким же ім'ям, якщо він вже існує.

Наприклад, для того, щоб записати потрібну інформацію в кінець файлу text1.dat, необхідно скористатися фрагментом програмного коду (тут файлова змінна flags):

ofstream flags(“text1.dat”, ios::app);

Таблиця 1 – Ознаки відкриття файлу

| **Ознака** | **Призначення** |
| --- | --- |
| ios::in | Відкриває файл для читання. Вміст файлу зберігається |
| ios::out | Відкриває файл для запису. Якщо файл не існує, то буде створений |
| ios::app | Відкриває файл для дозапису. Дані будуть записані у кінець файлу |
| ios::trunk | Якщо  файл, який відкривають для запису, вже існує, то його вміст буде видалено. |
| ios::nocreate | Забороняє створювати файл, який відкривають |
| ios::inoreplace | Забороняє перезаписувати існуючий  файл |

Файли класифікують за типом компонентів і за методом доступу до них. За типом компонентів розрізняють текстові та бінарні (двійкові) файли, а за методом доступу – файли послідовного і прямого доступу.

Текстові файли призначені для збереження текстів (наприклад, текстів програм), а бінарні файли використовуються для збереження даних різних типів. Файл бінарний – це лінійна послідовність байтів, що відповідає внутрішньому поданню даних без поділу на рядки. Для завдання бінарного файлу використовується ознака ios:binary (двійковий). Якщо задається декілька ознак (як в прикладі), то вони розділяються вертикальною рискою ( | ).

***Приклад 2.*** Записати у файл 5 прізвищ, потім прочитати їх і вивести на екран.

**/\* *програма запису до файлу та читання з файлу масиву з 5 прізвищ* \*/**

**#include <iostream>**

**#include <fstream>**

**#include <conio.h>**

**#include <Windows.h>**

**using namespace std;**

**int main()**

**{system("color F0");**

**char st[5][15];**

**int i;//------------------ запис до файлу**

**ofstream fout("st\_file.dat"); // відкриття файлу**

**if (!fout) cout << "Cannot open file\n";**

**for (i = 0; i <5; i++)**

**{**

**cout << " Enter " << (i+1) << " name\n";**

**cin.getline(st[i],15); // введення поточного прізвища**

**fout << st[i] << '\n'; // запис прізвища до файлу**

**}**

**fout.close();//------------читання файлу та виведення на екран**

**cout << "\nReading file\n\n";**

**ifstream fin("st\_file.dat");**

**if (!fin)cout << "Cannot open file.dat\n";**

**for (i = 0; i < 5; i++)**

**{**

**fin.getline(st[i],15);**

**cout << st[i] << " ";**

**}**

**fin.close();**

**getch();**

**return 0;**

**}**

Результат роботи програми має вигляд:
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У попередніх програмах запис даних у файл та їх читання з файлу здійснювалось послідовно поелементно. Але записати або прочитати декілька даних (наприклад, масив чисел) можна однією операцією. Для цього використовують функції-члени відповідних класів, які мають вигляд:

**in.write((char\*)&p,sizeof(p));** — для запису даних у файл,

**in.read((char\*)&p,sizeof(p));** — для читання даних з файлу,

де **іn** — ім’я потоку введення або виведення;

**р** — змінна будь-якого типу, якщо змінна **р** має тип **char[ ],** то операція її приведення не потрібна.

**Функції обробки файлів та режими роботи з файлами**

У мові С++ використовуються функції роботи з файлами, запозичені з мови програмування C. Загальновживані функції роботи з файлами наведено в табл. 2.

Таблиця 2 – Основні функції роботи з файлами

| **Функція** | **Призначення** |
| --- | --- |
| fopen() | Відкриває потік |
| fclose() | Закриває потік |
| fputc() | Записує символ у потік |
| fgetc() | Зчитує символ з потоку |
| fwrite() | Записує блок даних у потік |
| fread() | Зчитує блок даних з потоку |
| fseek() | Встановлює індикатор позиції файлу на заданий байт у потоці |
| fprintf() | Робить для потоку те, що функція printf() робить для консолі |
| fscanf() | Робить для потоку те, що функція scanf() робить для консолі () |
| feof() | Повертає значення true, якщо досягнуто кінець файлу |
| ferror() | Повертає значення true, якщо виникла помилка |
| rewind() | Встановлює індикатор позиції файлу у початок файлу |
| remove() | Видаляє файл |

**Функції, призначені для відкриття / закриття файлів**

Функція **fopen()** виконує наступні дії:

* відкриває потік;
* пов'язує файл з потоком;
* повертає покажчик типу FILE на цей потік.

Прототип функції fopen():

**FILE \*fopen(const char \* filename, const char \*mode);**

У цьому записі параметр filename вказує на ім'я файлу, що відкривається, параметр mode – на рядок, що містить потрібний режим відкриття файлу. Можливі значення режима відкриття файлу наведені у табл. 3. Параметр filename повинен представляти рядок символів, який визначає ім'я файлу, допустиме у даній операційній системі. Цей рядок може містити специфікацію шляху до файлу, якщо діюче програмне середовище підтримує таку можливість.

Таблиця 3– Режими роботи з файлами

| **mode** | **Призначення** |
| --- | --- |
| "r" | Відкриває текстовий файл для зчитування |
| "w" | Створює текстовий файл для запису |
| "а" | Відкриває текстовий файл для запису у кінець файлу |
| "rb" | Відкриває двійковий файл для зчитування |
| "wb" | Створює двійковий файл для запису |
| "ab" | Відкриває двійковий файл для запису у кінець файлу |
| "r+" | Відкриває текстовий файл для зчитування і запису |
| "w+" | Створює текстовий файл для зчитування і запису |
| " a+ " | Відкриває текстовий файл для зчитування і запису у кінець файлу |
| "r+b" | Відкриває двійковий файл для зчитування і запису |
| "w+b" | Створює двійковий файл для зчитування і запису |
| "a + b" | Відкриває двійковий файл для зчитування і запису у кінець файлу |

У випадку успішного відкриття вказаного файлу функція fopen() повертає покажчик FILE. Цей покажчик ідентифікує файл. Якщо файл не вдається  відкрити, наприклад, якщо файл із заданим іменем відсутній на диску, повертається нульовий покажчик.

**Приклад 3.** Відкриття текстового файлу test для запису**:**

fp = fopen("test", "w");

Функція fopen() має режими роботи як з текстовими, так і з двійковими (бінарними) файлами.

Закриття файлу здійснюється функцією **fclose()**, що має наступний прототип:

**Int fclose (FILE \* Stream);**

У якості параметра функції виступає покажчик на файл, що закривається. Функція повертає 0 якщо файл був успішно закрито, і  значення 1 – в іншому випадку.

Приклад виклику функції закриття файлу:

fclose(p1);

Під час виклику функції  fclose()  звільняється  блок  керування файлом, що  пов'язаний  з  потоком,  що  робить  його  доступним  для  повторного використання.

**Введення/виведення даних**

Функцію **fputc()** використовують для виведення символів у потік, який заздалегідь відкрито для запису за допомогою функції fopen().

Прототип функції fputc():

**int fputc(int ch, FILE \*fp);**

У цьому  записі параметр  fp представляє собою файловий покажчик, що повертається функцією fopen(), а параметр  ch –  символ, що виводиться. Файловий покажчик повідомляє функції fputc(), в який дисковий файл необхідно записати символ. При успішному виконанні операції виведення функція  fputc()  повертає записаний у файл символ, інакше – значення EOF.

Функція  **fgetc()**  використовують  для  зчитування  символів  з потоку, відкритого в режимі  зчитування  за допомогою функції  fopen().

Прототип функції fgetc():

**int fgetc(FILE \*fp);**

У цьому  записі параметр  fp означає файловий покажчик, що повертається fopen(). Під  час  виникненні помилки  або  досягнення кінця файлу функція fgetc() повертає значення EOF. Отже, для того, щоб зчитати весь вміст текстового файлу можна використати фрагмент програмного коду:

**ch = fgetc(fp);**

**while(ch != EOF)**

**{**

**ch= fgetc(fp);**

**}**

Функція **fprintf()** форматує і друкує у вихідний потік набори символів і значень. Кожен аргумент (якщо він є) перетворюється і виводиться згідно заданої специфікації формату.

Прототип функції fprintf():

**int fprintf ( FILE \* stream, const char \* format, ... );**

Функція **fscanf()** зчитує дані з поточної позиції потоку в місце, обумовлене значенням аргументів (якщо вони є). Кожен аргумент повинен бути покажчиком на змінну і тип, який відповідають типу, заданому в рядку формату.

Прототип функції fscanf():

**int fprintf (stream, format-string [, argument ...]);**

Таким чином призначення функцій fprintf() та fscanf() аналогічно функціям printf()  і scanf(), за винятком  того, що вони працюють з файлами.

**Приклад 4.** Дано два текстових файли, що містять цілі числа, впорядковані за зростанням. Необхідно об'єднати ці файли в третій, що будуть містити впорядковані за зростанням числа з перших двох файлів.

**#include <iostream>**

**#include <fstream>**

**#include <Windows.h>**

**using namespace std;**

**int main()**

**{system("color F0");**

**FILE \*f1,\*f2,\*r;**

**int a1,a2;**

**f1= fopen("file1.txt","r");**

**if(f1==NULL) return 1;**

**f2 = fopen("file2.txt","r");**

**if(f2==NULL)**

**{**

**fclose(f1);**

**return 1;**

**}**

**r = fopen("result.txt","w");**

**if(r==NULL){fclose(f1);fclose(f2);return 1;}**

**fscanf(f1,"%d",&a1);**

**fscanf(f2,"%d",&a2);**

**cout << a1 << '\t'<< a2 << endl;**

**while(1)**

**{**

**if(a1<a2)**

**{**

**fprintf(r,"%d ",a1);**

**if(fscanf(f1,"%d",&a1)==EOF) break;**

**}**

**else**

**{**

**fprintf(r,"%d ",a2);**

**if(fscanf(f2,"%d",&a2)==EOF) break;**

**}**

**}**

**if(feof(f1))**

**{**

**while(!feof(f2))**

**{**

**fprintf(r,"%d ",a2);**

**fscanf(f2,"%d",&a2);**

**}**

**fprintf(r,"%d ",a2);**

**}**

**else**

**if(feof(f2))**

**{**

**while(!feof(f1))**

**{**

**fprintf(r,"%d ",a1);**

**fscanf(f1,"%d",&a1);**

**}**

**fprintf(r,"%d ",a1);**

**}**

**fclose(f1);**

**fclose(f2);**

**fclose(r);**

**return 0;**

**}**

Функцію **ferror()** використовують  для  визначення факту виникнення помилки у процесі виконання операції з файлом.

Її прототип має такий вигляд:

**int ferror(FILE \*fp);**

У цьому записі параметр  fp дійсний файловий покажчик. Функція ferror() повертає значення  true, якщо у процесі виконання останньої файлової операції відбулася  помилка;  інакше  значення  false.  Оскільки  виникнення  помилки можливе  у  процесі  виконання  будь-якої  операції  з файлом, функцію  ferror() необхідно викликати відразу після кожної функції оброблення файлів; інакше інформацію про помилку можна просто втратити.

Функція  **rewind()**  переміщує  індикатор  позиції  файлу у початок файлу, що задається як аргумент.

Її прототип має такий вигляд:

**void rewind(FILE \*fp);**

У цьому записі параметр fp представляє собою дійсний файловий покажчик.

Функція **fseek()** призначена для встановлення індикатора позиції файла у необхідному місці. Таким чином, система введення-виведення у мові С++ подібно до мови С дає змогу виконувати операції зчитування і запису даних з довільним доступом.

Прототип функції fseek():

**int fseek(FILE \*fp, long numbytes, int origin);**

У цьому  записі параметр  fp означає файловий покажчик, що повертається функцією fopen(), параметр numbytes визначає кількість байтів щодо початкового положення, які задаються параметром origin. Параметр origin може приймати одне наступних макроімен (визначених у заголовку stdio.h):

* SEEK\_SET –константа 0 – пошук з початку файлу;
* SEEK\_CUR– константа 1 – пошук з поточної позиції;
* SEEK\_END– константа 2 –пошук з кінця файлу.

Нульове  значення  результату  функції  свідчить  про  успішне  виконання функції  fseek(),  а  ненульове  –  про  виникнення  збою.  Як  правило,  функцію fseek() не рекомендується використовувати для файлів, відкритих у текстовому режимі, оскільки перетворення символів може призвести до помилкових переміщень індикатора позиції у файлі. Тому краще використовувати цю функцію для файлів, відкритих у двійковому (бінарному) режимі.

**Приклад 5.** Дано бінарний файл, що містить дійсні числа. Поміняти в ньому місцями максимальний і мінімальний елементи**.**

**#include <iostream>**

**#include <fstream>**

**#include <Windows.h>**

**using namespace std;**

**int main()**

**{system("color F0");**

**FILE \*f;**

**int i=0, pmin=0, pmax=0;**

**double max,min,v;**

**f = fopen("file\_digits.dat","r+b");**

**if(f==NULL) return 1;**

**fread(&v,sizeof(double),1,f);**

**max = v;**

**min = v;**

**i=1;**

**while(!feof(f))**

**{**

**fread(&v,sizeof(double),1,f);**

**if(max<v) pmax = i;**

**if(min>v) pmin = i;**

**i++;**

**}**

**fseek(f,pmax\*sizeof(double),0);**

**fwrite(&min,sizeof(double),1,f);**

**fseek(f,pmin\*sizeof(double),0);**

**fwrite(&max,sizeof(double),1,f);**

**fclose(f);**

**return 0;**

**}**

**Особливості механізмів перевантаження операторів введення-виведення даних**

У мові програмування C++ передбачено спосіб виконання операцій введення-виведення даних класів шляхом перевантаження операторів введення-виведення "<<" та ">>".

У мові C++ оператор "<<" називається оператором виведення або вставлення, оскільки він вставляє символи у потік. Аналогічно оператор ">>" називається оператором введення або вилучення, оскільки він вилучає символи з потоку. Оператори введення-виведення вже перевантажені (у заголовку ) для того, щоби вони могли виконувати операції потокового введення або виведення даних будь-яких вбудованих С++-типів. Розглянемо як можна визначити ці оператори для створення власних класів.

**Створення перевантажених операторів виведення даних**

Як простий приклад розглянемо механізм створення оператора виведення даних для класу **kooClass** на наступній програмі.

**#include <iostream>**

**#include <conio.h>**

**#include <string.h>**

**#include <stdio.h>**

**#include <Windows.h>**

**using namespace std;**

**class kooClass { public: int x, y, z; kooClass(int a, int b, int c)**

**{ x = a; y = b; z = c; };**

**};**

/**/ Перевизначений оператор введення даних**

**ostream &operator<<(ostream &stream, const kooClass &obj)**

**{ stream << obj.x << ", ";**

**stream << obj.y << ", ";**

**stream << obj.z << endl;**

**return stream;**

**}**

**main()**

**{system("color F0");**

**kooClass ObjA(1, 2, 3), ObjB(3, 4, 5), ObjC(5, 6, 7);**

**cout << ObjA << ObjB << ObjC;**

**getch();**

**}**

Результат
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Щоб створити операторну функцію виведення даних для об'єктів типу kooClass, необхідно перевантажити оператор виведення даних "<<". Один з можливих способів його реалізації має вигляд наданий після тексту "//ºПеревизначений оператор введення даних ". Ця операторна функція, вміст якої характерний для багатьох операторних функцій виведення даних, згідно з оголошенням, повертає посилання на об'єкт типу ostream. Це дає змогу декілька звичайних операторів виведення даних об'єднати в одному складеному виразі. Ця функція має два параметри. Перший є посиланням на потік, який використовується в лівій частині оператора "<<". Другим є об'єкт, який знаходиться у правій частині цього оператора. Саме тіло операторної функції складається з настанов виведення трьох значень координат, що містяться в об'єкті типу kooClass, і настанови повернення потоку stream.

Для будь-якій операторній функції виведення даних оператор перевантаження задається за схемою:

**ostream &operator<<(ostream &stream, class\_type obj)**

**{ // Код операторної функції виведення даних**

**return stream; // Повертає посилання на параметр stream**

**}**

У такій версії операторної функції жорстко закодований потік cout. Це обмежує перелік ситуацій, в яких її можна використовувати. Отже, програміст повинен передавати операторній функції виведення даних потік, який коректно працює в усіх конкретних випадках.

**Використання функцій-"друзів" класу для перевантаження операторів виведення даних**

У попередній програмі операторну функцію виведення даних не було визначено як член класу kooClass. Насправді ні будь-яка операторна функція виведення даних, ні функція їх введення не можуть бути членами класу. Причина в тому, що якщо операторна функція є членом класу, то лівий операнд (що опосередковано передається за допомогою показника this) повинен бути об'єктом класу, який генерує звернення до цієї операторної функції. І це змінити не можна. Проте при перевантаженні операторів виведення даних лівий операнд повинен бути потоком, а правий – об'єктом класу, дані якого підлягають виведенню. Отже, перевантажені оператори виведення даних не можуть бути функціями-членами класу. У зв'язку з тим, що операторні функції виведення даних не можуть бути членами класу, для якого вони визначаються, то виникає серйозне запитання: як перевантажений оператор виведення даних може отримати доступ до закритих членів класу?

У попередній програмі змінні x, y і z були визначені як відкриті, тому оператор виведення даних без перешкод міг отримати до них доступ. Для закритих членів класу оператор виведення даних можна зробити "другом" класу, і функція - "друг" отримує легальний доступ до його private-даних. Оголошення "другом" класу операторної функції виведення даних продемонструємо на прикладі класу kooClass.

Приклад. Демонстрація механізму використання функцій-"друзів" класу для перевантаження оператора виведення даних – опис класу kooClass змінено.

**class kooClass { private: int x, y, z;**

**public: kooClass(int a, int b, int c)**

**{ x = a; y = b; z = c; };**

**friend ostream &operator<<(ostream &stream, const kooClass &obj);**

**};**

**Створення перевантажених операторів введення даних**

Для перевантаження операторів введення даних використовують аналогічний підхід, який було застосовано при перевизначенні операторів виведення даних. В теорії перевантажений оператор виглядає так:

// Прийняття тривимірних координат x, y, z

// Перевантажений оператор введення даних для класу

istream &operator>>(istream &stream, kooClass &obj)

{ cout << "Введіть координати x, y і z: ";

// Перевантажений оператор введення даних

stream >> obj.x >> obj.y >> obj.z;

return stream;

// Повертає посилання на параметр stream }

Перевантажений оператор введення даних повинен повертати посилання на об'єкт типу istream. Окрім цього, перший параметр повинен бути посиланням на об'єкт типу istream. Цей тип належить потоку, що вказується зліва від оператора ">>". Другий параметр є посиланням на об'єкт, який приймає значення, що вводяться. Оскільки другий параметр – посилання на об'єкт, то його можна модифікувати при введенні інформації. Подібно до операторних функцій виведення даних, операторні функції їх введення не можуть бути членами класу, для оброблення даних якого вони призначені. Вони можуть бути тільки "друзями" цього класу або просто незалежними операторними функціями. За винятком того, що операторна функція введення даних повертає посилання на об'єкт типу istream, тіло цієї функції може містити все те, що програміст вважає за потрібне у неї помістити. Але логічніше використовувати оператори введення, а також виведення, все ж таки за прямим призначенням, тобто для виконання операцій введення даних.

Загальний формат перевизначеного оператора введення даних має такий вигляд:

**istream &operator>>(istream &stream, objectType &obj)**

**{ // код операторної функції введення даних**

**return stream;**

**// Повертає посилання на параметр stream**

**}**

# Потрібно зробити зауваження, що запропонована теоретична конструкція може викликати помилку при компіляції " Ambiguous overload for operator>>", яка викликана проблемами перетворення типів .

Нижче представлений працюючий код.

**#include <iostream>**

**#include <fstream>**

**#include <stdlib.h>**

**#include <conio.h>**

**#include <string.h>**

**#include <math.h>**

**#include <stdio.h>**

**#include <Windows.h>**

**using namespace std;**

**class kooClass**

**{**

**private:**

**public: int x, y, z;**

**kooClass(int a, int b, int c)**

**{ x = a; y = b; z = c; };**

**friend ostream &operator<<(ostream &stream, const kooClass &obj);**

**friend istream &operator>>(istream &stream, const kooClass &obj);**

**};**

**ostream &operator<<(ostream &stream, const kooClass &obj)**

**{ stream << obj.x << ", ";**

**stream << obj.y << ", ";**

**stream << obj.z << endl;**

**return stream;**

**};**

**istream &operator>>(istream &stream, kooClass &obj)**

**{ cout << "Enter x, y , z: ";**

**// Бажаний перевантажений оператор виведення**

**//stream>>obj.x >> obj.y>>obj.z;**

**char tmp[10];**

**stream>> tmp;**

**obj.x=atoi(tmp);**

**stream>> tmp;**

**obj.y=atoi(tmp);**

**stream>> tmp;**

**obj.z=atoi(tmp);**

**return stream;**

**// повертає посилання на поток stream**

**};**

**main()**

**{system("color F0");**

**kooClass ObjA(1, 2, 3), ObjB(3, 4, 5), ObjC(5, 6, 7);**

**cout << ObjA << ObjB << ObjC;**

**cin >> ObjA;**

**cout << ObjA;**

**getch();**

**}**

Ось як виглядає результат виконання цієї програми:

![](data:image/png;base64,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)

**Форматоване виведення**.

Здійснюєтьсяфункцією:

* **printf** - виводить аргументи у стандартний потік stdout у відповідності із заданим форматом.

Щоб зв’язати програму користувача зі стандартною бібліотекою, де знаходяться ці функції, необхідно на початку програми включити заголовний файл **stdio.h**.

***Формат виклику функції printf*:**

**printf("форматний\_рядок", [список\_аргументів])**

Де *список\_аргумен*тів = аргумент {, аргумент}

*форматний\_рядок* = “”” ([літерал] | % [маркер][ширина][.точність] тип)

{( [літерал] | % [маркер][ширина][.точність] тип}”””

Форматний рядок завжди береться в подвійні лапки. Символ "%" є символом початку задання формату введення чергового аргумента. При описі формату виведення також використовуються:

*маркер* – специфікатор вирівнювання виведених знаків, пропусків, десяткових точок, вісімкових і шістнадцяткових префіксів (наприклад, вирівнювання результату перетворення по лівій межі, обов'язкове зображення знака числа тощо);

ширина– загальна ширина поля виведення;

*точність* – максимальне число цифр дробової частини числа, які будуть виведені після коми;

*тип* – специфікатор типу аргументу (наприклад, d – ціле десяткове число, f – дійсне число).

Функція printf переводить дані з внутрішнього коду в символьне представлення відповідно до форматного рядка і виводить отримані символи на екран. Форматний рядок може включати довільний текст, керуючі символи та специфікації перетворення даних. Список аргументів є необов'язковим параметром даної функції. Дану функцію можна використовувати для виводу будь-якої комбінації символів, цілих та дійсних чисел, тощо.

Функція printf може використовуватися, наприклад, для виведення повідомлення на екран:

**printf ("**Enter the source data **\n");**

Для звертання до функції використовуються параметри, розташовані у круглих дужках. Найчастіше функція **printf** реалізується для виведення значень змінних. Першим аргументом у звертанні до функції ставиться рядок форматів (береться в лапки), а наступними, якщо вони є, — об’єкти, що виводяться.

Рядок форматів може включати звичайні символи, які копіюються при виведенні, і специфікації перетворення, що починаються із символу«% », за специфікаціями йде символ перетворення. Кожна специфікація перетворення відповідає одному з аргументів, що йдуть за форматним рядком, і між ними встановлюється взаємно однозначна відповідність, наприклад:

**printf (“Values a, b, c are equal: %d %d. %d \n”, а, b, с);**

тут літера **d** у специфікації перетворення вказує, що значення аргументу має бути представлено як десяткове ціле число.

Список форматних кодів має таку форму запису:

**% [прапорець] [довжина] [точність] [f | n] [h | l] тип ,**

де **прапорець** — символ, що керує вирівнюванням виведення і виведенням пропусків, десяткової крапки, ознак чисел вісімкової і шістнадцяткової систем числення. **Прапорець** може задаватися одним із символів:

**«-»** — вирівнювання вліво усередині заданого поля;

**«+»** — виведення знака числа;

**« »** (пропуск) — приєднання пропуску до виведеного числа, якщо число є додатним і має тип зі знаком;

**«#»** — виводиться ідентифікатор системи числення для цілих: **0** — для вісімкових чисел, **0х** чи **0Х** — для шістнадцяткових чисел;

**довжина** — визначає мінімальну кількість виведених символiв, якщо довжина більше виведеної кількості символів, то виведене значення доповнюється пропусками, у випадку, коли довжина менше кількості символів у виведеному значенні або вона не задана, виводяться всі символи значення (відповідно до поля точність, якщо воно є);

**точність** — задається цілим числом після крапки і визначає кількість виведених символів, кількість знаків після крапки; на відміну від поля довжини поле точність може привести до «зрізання» виведених даних.

**f | n** — дозволяють приглушити погодження за замовчуванням про використану модель пам’яті («далека», «близька» пам’ять);

**h | l** — предикати, що визначають відповідно аргументи типів **short і long**;

**тип** — задається одним із символів: **d** — десяткове ціле; **і** — десяткове, вісімкове чи шістнадцяткове ціле зі знаком; **с** — одиночний символ;**u** — беззнакове десяткове число; **х, X** — беззнакове шістнадцяткове число; **0** — вісімкове число; **s** — сприймає символи без перетворення до символу **«\n»** або пропуску, доки не буде досягнута задана довжина (при виведенні видає до потоку всі символи до символу **«\0»** або до досягнення специфікованої точності); **f, F** — значення з плаваючою крапкою; **е, Е** — значення у експоненціальній формі; **G, g** — значення зі знаком у формі **f** або **е**.

**Символи формату**

| **Символ**  **формату** | **Тип**  **виводимого значення** |
| --- | --- |
| c, С | **char; одиничний літерал (символ)** |
| d, i | **int**; цілі зі знаком |
| o | **int**; без знакові цілі у восьмирічній системі числення |
| u | **int**; цілі зі знаком |
| x, X | **int**; беззнакові цілі у шістнадцятирічній системі числення |
| f | **float**; дійсні числа типу **float** (фіксована крапка) |
| lf | **double**; дійсні числа типу **double** (фіксована крапка) |
| e, E | **double**; дійсні числа в експоненційній формі (плаваюча крапка) |
| g, G | **double**; дійсні числа |
| P | **void**; вказівник |
| % | знак % |

**Керуючі символи(*Escape* – послідовності)**

|  |  |  |  |
| --- | --- | --- | --- |
| **Chr** | **Dec** | **Hex** | **Значення** |
| '\a' | '\07' | '\x07' | Звуковий сигнал |
| '\b' | '\08' | '\x08' | Повернення на одну позицію назад (Backspace) |
| '\f' | '\14' | '\x0c' | Перехід на нову сторінку |
| '\n' | '\12' | '\x0a' | Перехід на новий рядок |
| '\r' | '\15' | '\x0d' | Повернення каретки (повернення на початок рядка) |
| '\t' | '\11' | '\x09' | Горизонтальна табуляція |
| '\v' | '\13' | '\x0b' | Вертикальна табуляція |
| '\\' | '\134' | '\x5c' | Зворотна коса риска |
| '\'' | '\47' | '\x27' | Апостроф |
| '\"' | '\42' | '\x22' | Подвійні лапки |
| '\?' | '\77' | '\x77' | Знак питання |

Виведення результатів з використанням форматних кодів функції **printf** може мати вигляд:

**printf (” % 3.0 f % 6.1 f \ n ”, х, у);**

***Приклад .*** Обчислити значення функції **у = ах2 – sinx**, якщо **а =  10,5; х є [-1; 2]; hx = 0,5**.

**#include <stdio.h>**

**#include <math.h>**

**#include <conio.h>**

**main( )**

**{ float x, y, a(10.5);**

**printf ("\t Vivod rezultata\n");**

**for (x = -1; x <= 2; x += 0.5)**

**{** **у = a \* pow(x,2) - sin(x);     //у = a\*x\*x - sin(x);**

**printf (" \t x = % 4.1f    у = % 6.3f \n", x, y);**

**}**

**getch ();** *//затримка екрана*

**}**

Результати обчислення:  
**Vivod rezultata**  
**x = -1.0 у =11.342**  
**х = -0.5 у = 3.104**  
**х = 0.0  у = 0.000**  
**х = 0.5  у = 2.146**  
**х = 1.0  у = 9.659**  
**х = 1.5  у = 22.628**  
**х = 2.0  у = 41.091.**

*Для самостійного вивчення*: Поглибити матеріал лекції за наданою літературою. Вивчення лекційного матеріалу та додаткових джерел. Розгляд запитань і виконання завдань для самостійної роботи, запропонованих на лекції.
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*Контрольні запитання*.

1. Які види потоків ви знаєте?
2. Для чого призначені стандартні потоки?
3. Який файл необхідно включати у програму для використання стандартних потоків?
4. Назвіть класи вхідних та вихідних потоків.
5. Який клас є базовим для потоків?
6. Назвіть класи для створення файлових потоків і їх призначення.
7. Які дії необхідно виконати для використання файлів у програмі?
8. Які існують режими відкриття файлів?
9. Для чого призначений метод open() і які він має параметри?
10. Які способи відкриття та закриття файлу ви знаєте?
11. Як записати дані у файл?
12. Як прочитати дані з файлу?
13. Опишіть механізмів перевантаження операторів введення-виведення даних.
14. Яка стандартна бібліотека застосовується при форматованому введенні-виведенні даних?
15. Запишіть специфікацію формату функції **printf**?
16. За що відповідають параметри **флаг, ширина** і **точність**? Чому вони вказані у квадратних дужках?
17. Як вказати кількість значущих розрядів цілої і дробової частини дійсного числа з фіксованою крапкою?
18. Для чого застосовуються керуючі символи (*Escape* – послідовності)? Наведіть приклади.